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Abstract – In this paper, a new binary search scheme for IP address lookup is proposed. There are problems of a binary search for IP address lookup. The problems have mainly attributed to an enclosure relationship of prefixes. In the proposed hybrid binary search scheme (HBS), all prefixes are classified into a disjoint set and an enclosure set. Then, the appropriate binary search schemes for each set are adopted. The disjoint set and the enclosure set are stored in separate forwarding tables, and searched in parallel. Accordingly, our proposed hybrid scheme can perform perfectly balanced binary search for IP address lookup. The performance evaluation results show that the proposed scheme has very good performance in terms of the lookup speed and the required memory size.
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1 Introduction

Thanks to the deployment of optical fiber technologies, broader link bandwidth in higher speed can be served to network customers. Accordingly, the packet forwarding on wire speed becomes more critical in the cross point of network as routers. One major function in packet forwarding is to look up the destination address of an incoming packet in the forwarding table, called IP address lookup. In order to allow for arbitrary aggregation of network addresses, classless inter-domain routing (CIDR) is deployed instead of class-based addressing. It is necessary to find the most specific match among matching entries with various lengths, called the longest matching prefix (LPM). Therefore, we need to search among the space of all prefix lengths, as well as the space of all prefixes of a given length. In other words, exact matching for class-based addressing is the search of one dimension through prefix data, whereas LPM for CIDR is the search of two dimensions through prefix lengths and prefix data. Obviously, this complicated task is a critical issue for packet forwarding on wire speed [1].

2 Previous Works

Binary trie [2] provides an easy way to handle prefixes with arbitrary lengths. In commercial routers, hardware-based schemes such as using TCAM [3] or using hashing [4] are commonly used. In recent years, in order to complement trie-based or hardware-based schemes, tree-based binary search schemes have attracted the attention of researchers. Representatively, binary search on range (BSR) [5] is proposed. In this scheme, prefixes represent as an interval which has a start point with padding 0 to the longest length of prefix and an end point with padding 1. The search of two dimensions through prefix lengths and prefix data for LPM can be simple to the search of one dimension through prefix data as exact matching. A match pointer and a larger pointer are precomputed and stored in each entry. Through a perfect binary search is performed on intervals of prefixes, the matched pointer becomes the best match prefix (BMP). When the search is finished, the next-hop-pointer is decided by the final BMP.

Binary prefix tree (BPT) [6] is proposed as an alternative way. An excellent contribution of this scheme is to provide the solution for sort and comparison of prefixes with various lengths. Although a perfect binary search is impossible and the tree is very deep because it is very unbalance tree, the memory efficiency is good because it has no empty internal node, no duplication and no additional pointers. BPT has continuously improved. In order to construct the balanced BPT considering the number of descendents to select an entry in each node, weighted binary prefix tree (WBPT) [7] is proposed. As well, partitioned binary prefix tree (PBT) [8] is proposed. It is built and searched on multiple BPTs by splitting into disjoint prefixes, enclosure prefixes and child prefixes.

3 Problems Definitions

There are inherent problems to apply a binary search for IP address lookup. First, all of data for a binary search must be sorted with any standard such as magnitude. Because LPM is two dimensions search for prefix data and prefix lengths, the specific standard for sorting and transforming into one dimension search must be defined. Second, although sorting is successfully done, it may be a misleading match. It is due to the enclosure relationship of prefixes. In order to avoid the misleading match, a shorter prefix must be located on the upper node than a longer prefix among enclosure prefixes. Hence, it must be
Consider an enclosure set. The sorting among enclosure prefixes should be handled with more complexity. In the proposed scheme, the dimension for prefix lengths is eliminated using the search based on range. Then, through a simple sorting, the perfectly balanced tree can be built as well. Besides, the amount of entries can be shrunk as the amount of disjoint prefixes by separating enclosure prefixes from disjoint prefixes. It has a feasible memory size with scalability.

4.1 Hybrid Binary Search Scheme

The proposed hybrid binary search scheme is shown in Fig. 1. It is composed of the Build & Update Unit, the Hybrid Controller, the Disjoint Search Unit and the Enclosure Search Unit with the corresponding forwarding tables. The input of the proposed scheme is the destination address of incoming packets. It is entered into the two search units concurrently in the search operation as well as the build operation. In the Disjoint Search Unit and the Enclosure Search Unit, the perfect binary search is performed with the corresponding tables. These are used for IP address lookup as well as the classification of prefixes. The classification is the same as the pre-search. The classified prefixes are passed to the Build & Update Unit by a feedback of the Hybrid Controller. Then, these are stored selectively in either the disjoint table or the enclosure table by the Build & Update Unit. The Build & Update Unit manages the forwarding tables according to the pre-search result of the Hybrid Controller. The Hybrid Controller handles the feedback of the pre-search result to the Build & Update Unit and the output of the next-hop-pointer as the search result.

![Figure 1. Proposed Hybrid Binary Search Scheme](image)

4.2 Building

The input prefix is primarily classified into a disjoint set and an enclosure set. The classification is decided by the pre-search operation. If there is the matched entry through the pre-search operation, the input prefix and the matched entry are included in an enclosure set. If not, the input prefix is added in a disjoint set. For the given...
sample set of prefixes, classified prefixes are shown in Fig. 2. According to the type of prefixes, the disjoint table and the enclosure table are composed of the corresponding prefix set separately by the Build & Update Unit. In the disjoint table, the perfectly balanced binary prefix tree is built by just sorting because a disjoint set is exclusive. All of disjoint prefixes are sorted by referring magnitude comparison of various length proposed in the original BPT. Based on a sample set of Fig. 2, the binary prefix tree and the table for a disjoint set are shown in Fig. 3. In the enclosure table, prefixes are padded by 0 as a start point and padded by 1 as an end point. It can be sorted justly because all of padded entries have the same length. After sorting, the larger pointer(>) and the equal pointer(=) are precomputed. The pre-computation of pointers is the same as it of the original BSR. Sorted and padded prefix with the corresponding pointers are stored in the enclosure table shown in Fig. 4.

### 4.3 Searching

The destination address of incoming packets is searched by the dedicated search units in parallel. A perfect binary search is performed based on both the disjoint and the enclosure table. If the matched prefix is found in the disjoint table or in the enclosure table with the equal pointer, the search is immediately completed and the output is decided by the corresponding next-hop-pointer. In the enclosure table, the binary search is continued until there is no more entry for comparison. In the middle of the search trace, whenever the input is larger than the compared entry, the best match prefix (BMP) is updated as the new larger pointer. When the search trace is done, if there is no matched equal pointer, the corresponding next-hop-pointer is decided as the final BMP. If there is no entirely matched prefix in both tables, the output is replaced by the default next-hop-pointer.

Let us consider an example of the input prefix 11011. In the disjoint table, it is compared to 01100, 01111, and 111 in order of precedence. But, there is no matched entry in the disjoint tree. In the enclosure table simultaneously, the input is compared with 101111 in the exact middle of the tree. As 11011 is larger than 101111, the larger pointer, P9 is stored as BMP. By the same process, the input is compared with 010010, 010011, and 010111 sequentially. Accordingly, BMP is updated as P9 after P10. 11011 is not larger than 110111 and the matched equal pointer does not exist such that the final BMP, P9 is decided to the corresponding next-hop-pointer. Finally, the output is decided by the next-hop-pointer of 110.

### 4.4 Incremental Updating

The proposed scheme is available for an incremental updating. The updating is the same operation as the searching. The classification of inputs is decided by the pre-search operation in the search units and the Hybrid Controller. It is allocated into the proper table in the Build & Update Unit. Therefore, an additional operation is not required for updating.

```
<table>
<thead>
<tr>
<th>Prefix</th>
<th>Routing Inf.</th>
</tr>
</thead>
<tbody>
<tr>
<td>0 0 0 1</td>
<td>P1</td>
</tr>
<tr>
<td>0 0 1 1</td>
<td>P2</td>
</tr>
<tr>
<td>0 1 0 1</td>
<td>P3</td>
</tr>
<tr>
<td>0 1 1 0 0</td>
<td>P4</td>
</tr>
<tr>
<td>0 1 1 1 1</td>
<td>P5</td>
</tr>
<tr>
<td>1 1 0 0 0</td>
<td>P9</td>
</tr>
<tr>
<td>1 1 0 0 1 0</td>
<td>P10</td>
</tr>
<tr>
<td>1 1 0 0 1 1</td>
<td>P10</td>
</tr>
<tr>
<td>1 1 1 0 1 1</td>
<td>P11</td>
</tr>
</tbody>
</table>
```

Figure 2. An Example Set

```
Figure 3. Disjoint Tree and Table for Binary Prefix Tree
```

```
Figure 4. Enclosure Table for Binary Search on Range
```

### 5 Performance Analysis

The performance of the proposed scheme is evaluated using various routing data from real backbone routers in order to consider a variety of IP address environments. Mae-West1 and FUNET include a lot of disjoint prefixes and have about 30~40K entries, it is fewer amount of entries relatively. On the other hand, PORT80 and Telstra include enormous enclosure prefixes and have about 100~250K entries, it is larger amount of entries. It has more depth of hierarchical IP aggregation. Generally, whereas the level of IP aggregation is 4 or 5 as
in Mae-West1 and FUNET, that is 8 or 9 in PORT80 and Telstra.

Fig. 5 and Fig. 6 show the performance comparison with binary trie[2], binary search on range[5], BPT[6], WBPT[7], and PBT[8] in terms of the average number and the maximum number of memory accesses. In Mae-West1 and FUNET, the proposed scheme is improved remarkably. On the other hand, in PORT80 and Telstra, the performance is slightly better than BSR. The whole performance is overwhelmed by the search process for enclosure prefixes because the search of enclosure prefixes is more complex than it of disjoint prefixes. In any case, the proposed scheme has the best performance in terms of the lookup speed in both the average and the worst cases. Besides, in the proposed scheme, the required memory size is reduced as shown in Fig. 7. Although PORT80 and Telstra have a lot of the entries and the deep level of the IP aggregation, unnecessary pointers of the disjoint set can be reduced according to the classification of a disjoint set and an enclosure set. Therefore, the proposed HBS shows better performance than BSR and BPT in terms of the required memory.

Over all, in the performance of the proposed HBS, the lookup speed is the same as BSR, and the required memory is the same as PBT. The required memory size is 0.86Mbytes about 112K entries of PORT80 router. An address lookup is achieved by 16.89 memory accesses in average and by 19 memory accesses in the worst case.

6 Conclusions

In this paper, the hybrid binary search scheme for IP address lookup is proposed. After all prefixes are classified into a disjoint set and an enclosure set, the appropriate binary search schemes for each set are adopted. Accordingly, the proposed scheme can be performed the perfectly balanced binary search in parallel. The performance analysis results show that the lookup speed is improved and the required memory size is reduced.
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